## EXPERIMENT 3

## Boolean Laws \& Rules and DeMorgan's Theorem

## OBJECTIVES:

- Learn and verify Boolean laws and rules.
- Learn and prove DeMorgan's theorem
- Use Xilinx simulation tools to test combinational circuits.


## MATERIALS:

- Xilinx Vivado software, student or professional edition V2018.2 or higher.
- IBM or compatible computer with Pentium III or higher, 128 M-byte RAM or more, and 8 G-byte Or larger hard drive.
- BASYS 3 Board.


## DISCUSSION:

A Boolean equation derived directly from a truth table or from a problem statement usually is not in the simplest form. To have an efficient equivalent logic circuit, the Boolean equation representing the logic design must be in the simplest from. Boolean equations can be simplified using Boolean algebra, DeMorgan's theorem, or/and Karnaugh maps. In this experiment, we will first present Boolean Laws and rules as well as DeMorgan's theorem, and then verify them.

## PROCEDURE:

## Section I. Boolean Distributive Law

1. Open Xilinix Vivado.

2. In the Xilinx-Project Navigator window, Quick start, New Project.


## Create a New Vivado Project

his wizard will guide you through the creation of a new project.
To create a Vivado project you will need to provide a name and a location for your project files. Next, you will specify the type of flow you'll be working with. Finally, you will specify your project sources and choose a default part.

## E. XILINX

Next
Einish Cancel

## 3. Name the project.

## - New Project

## Project Name

Enter a name for your project and specify a directory where the project data files will be stored.

| Project name: | project |  |
| :--- | :--- | :--- | :--- |
| Project Iocation: $:$ C:IXilinx/Vivado/2018.2 |  |  |

$\checkmark$ Create project subdirectory
Project will be created at: C:/Xilinx/Vivado/2018.2/project
$\qquad$ Next > Einish
4. Choose "RTL Project" and check the "Do not specify sources at this time" as we will configure all the settings manually through the navigator from inside the project.

```
* New Project
```


## Project Type

Specify the type of project to create.

- RTL Project

You will be able to add sources, create block designs in IP Integrator, generate IP, run RTL analysis, synthesis, implementation, design planning and analysis.

- Do not specify sources at this time

Post-synthesis Project: You will be able to add sources, view device resources, run design analysis, planning and implementation

Do not specify sources at this time
I/O Planning Project
Do not specify design sources. You will be able to view part/package resources
Imported Project
Create a Vivado project from a Synplify, XST or ISE Project File.
( Example Project
Create a new Vivado project from a predefined template
5. Select New Source... and the New window appears. In the New window, choose Schematic, type your file name (such as source_1) in the File Name editor box, click on OK, and then click on the Next button.


- New Project

Add Sources
Specify HDL, netlist, Block Design, and IP files, or directories containing those files, to add to your project. Create a new source file on disk and add it to your project. You can also add and create sources later


- New Project

Add Constraints (optional)
Specify or create constraint files for physical and timing constraints.
6. In the Xilinx - Project Navigator window, select the following

- Category: "General Purpose"
- Family: "Artix-7"
- Package: "cpg236"
- Speed: "-1"
- Choose "xc7a35tcpg236-1" that corresponds to the board we are using.


## Then Choose Finish.


7. The Define Module Window that will appear, we will choose the input and output labels for the gates under investigation in this experiment. In this experiment, we are investigating Boolean Distributive Law and we use 4 inputs to get 2 outputs. Under "Port Name", add "A", "B", "C", and "D" as inputs and add "X1", "X2" as outputs and select OK.
$\mathbf{X 1}=(\mathbf{A}+\mathbf{B})(\mathbf{C}+\mathbf{D})$
$\mathbf{X 2}=\mathbf{A C}+\mathbf{A D}+\mathbf{B C}+\mathbf{B D}$
8. In the "source_1.vhd" created file, type the gates equivalent VHDL code for the X1 and X2 between the "begin" and "end Behavioral" as follows and then save the file.


9. Next, we need to add to add a constraint file with the". xdc" extension, as following: Go to "Flow Navigator" and from "Project Manager" select "Add Sources" then "Add or create constraints". Next, choose "Create File" and enter the file name "lab_2" then "OK" followed by "Finish".
10. Then, we need to get a template xdc file that is going to be edited according to the different experiments. Google "basys 3 xdc file" and choose the "xilinix" link that appears (https://www.xilinx.com/support/documentation/university/Vivado-Teaching/HDL-Design/2015x/Basys3/Supporting\ Material/Basys3_Master.xdc). Copy the whole file and paste it into the "lab_2.xdc" that you have just created in the last step. Then uncomment and edit the input Switches and the output LEDs as in the next step.
11. Uncomment (by deleting the \# sign) sw[0], sw[1], sw[3],.... led[0], led[1],... lines. Note that each of them has two successive lines (Uncomment both of them). Do the following replacements: $\mathrm{sw}[0] \rightarrow \mathrm{A}, \mathrm{sw}[1] \rightarrow \mathrm{B}, \ldots . .$, led[0] $\rightarrow \mathrm{X} 1$, led[1] $\rightarrow$ X2 then save the file.

```
## Svitches
set_property PACKAGE_PIN V17 [get_ports {A}]
    set_property IOSTANDARD LVCMOS33 [get_ports {A}]
set property PACKAGE_PIN V16 [get ports {B}]
    set_property IOSTANDARD LVCMOS33 [get_ports {B}]
set_property PACKAGE_PIN W16 [get_ports {C}]
    set_property IOSTANDARD LVCMOS33 [get_ports {C}]
set_property PACKAGE_PIN W17 [get_ports {D}]
    set property IOSTANDARD LVCMOS33 [get ports {D}]
#set_property PACKAGE_PIN W15 [get_ports (sv[4]}]
    #set_property IOSTANDARD LVCMOS33 [get_ports {sv[4]}]
#set_property PACKAGE_PIN V15 [get_ports {sv[5]}]
    #set_property IOSTANDARD LVCMOS33 [get_ports (sv[5]}]
#set property PACKAGE PIN W14 [get ports {sv[6]}]
    #set_property IOSTANDARD LVCMOS33 [get_ports {sv[6]}]
#set_property PACKAGE_PIN W13 [get_ports (sv[7]}]
    #set_property IOSTANDARD LVCMOS33 [get_ports {sv[7]}]
#set_property PACKAGE_PIN V2 [get_ports (sv[8]}]
    #set_property IOSTANDARD LVCMOS33 [get_ports {sv[8]}]
#set_property PACKAGE_PIN T3 [get_ports (sv[9]}]
    #set_property IOSTANDARD LVCMOS33 [get_ports {sv[9]}]
#set_property PACKAGE_PIN T2 [get_ports {sv[10]}]
    #set_property IOSTANDARD LVCMOS33 [get_ports {sv[10]}]
#set property PACKAGE PIN R3 [get ports {sv[11]}]
    #set_property IOSTANDARD LVCMOS33 [get_ports {sv[11]}]
#set property PACKAGE PIN W2 [get ports {sv[12]}]
```

12. From the tool tab choose the play button $D$ and then "Run Implementation". Select "Number of jobs" $=1$ and then press OK.
Launch the selected synthesis or implementation runs.
Launch directory: $\quad$ <Default Launch Directory>
Options
Generate scripts only
Don't show this dialog again
13. The implementation errors window will appear if any or the successfully completed window. From this window select "Generate Bitstream" and then OK.
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This will make the software generate ".bin" file to be used in programing the hardware BAYAS 3.

14. The next window will appear in which choose "Open Hardware Manger", connect the Hardware Kit to the USB port and then press OK.

15. A green tab will appear in the top of the Vivado window, from which choose "open target" to program the hardware.
16. From the window appears, select the ".bin" file from the Project you create by browsing for the generated ".bit file" under the ".runs" folder and program the board then press OK.

17. Test the program on your board by going through all the input combinations and observing the two outputs. Fill the truth table.

Truth Table (1)

| $\mathbf{A}$ | $\mathbf{B}$ | $\mathbf{C}$ | $\mathbf{D}$ | $\mathbf{X 1}$ | $\mathbf{X 2}$ |
| :---: | :---: | :---: | :---: | :---: | :---: |
| 0 | 0 | 0 | 0 |  |  |
| 0 | 0 | 0 | 1 |  |  |
| 0 | 0 | 1 | 0 |  |  |
| 0 | 0 | 1 | 1 |  |  |
| 0 | 1 | 0 | 0 |  |  |

## Symbol

| 0 | 1 | 0 | 1 |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
| 0 | 1 | 1 | 0 |  |  |
| 0 | 1 | 1 | 1 |  |  |
| 1 | 0 | 0 | 0 |  |  |
| 1 | 0 | 0 | 1 |  |  |
| 1 | 0 | 1 | 0 |  |  |
| 1 | 0 | 1 | 1 |  |  |
| 1 | 1 | 0 | 0 |  |  |
| 1 | 1 | 0 | 1 |  |  |
| 1 | 1 | 1 | 0 |  |  |
| 1 | 1 | 1 | 1 |  |  |

18. Then you can use the simulation tools to verify the Boolean distributive law. For simulation, we need to create a simulation source file as following:
19. "Flow Navigator" $\rightarrow$ "Project Manager" $\rightarrow$ "Add Sources" $\rightarrow$ "Add or create simulation sources" $\rightarrow$ Name it "TB" (Test Bench) $\rightarrow$ "VHDL" $\rightarrow$ No need for switches and leds assignments as we will not be working on board. $\rightarrow$ "OK".
20. In the "initialization" section write " $\mathrm{A}<=$ ' 0 '; $\mathrm{B}<=$ ' 0 '; $\mathrm{C}<={ }^{\prime} \mathbf{0}^{\prime} ; \mathrm{D}<==^{\prime} \mathbf{0}^{\prime}$;". In the stimulus section, the following code (as in the figure) is written to simulate the whole truth table:
```
library IEEE;
    use IEEE.Std_logic_1164.all;
    use IEEE.Numeric_Std.all;
    entity src1_tb is
    end;
    'architecture bench of src1_tb is
    component srci
        Port ( A : in STD_LOGIC;
            B : in STD_LOGIC;
            C : in STD_LOGIC;
            D : in STD_LOGIC;
            X1 : out STD LOGIC;
            X2 : out STD_LOGIC);
        end component;
        signal A: STD_LOGIC;
        signal B: STD_LOGIC;
        signal C: STD_LOGIC;
        signal D: STD_LOGIC;
        signal X1: STD_LOGIC;
        signal X2: STD_LOGIC;
    begin
        uut: src1 port map ( A A A,
                        B => B,
                                C => C,
                                D => D,
                                X1 => X1,
                        X2 => X2 );
        stimulus: process
        begin
        -- Put initialisation code here
    A<= '0'; B<= '0'; C<= '0'; D}<='0'
```

```
36: begin
    -- Put initialisation code here
    A}<='0'; B<='0'; C <= '0'; D < ' '0'
    -- Put test bench stimulus code here
    wait for 10ns;
    A<= '0'; B <= '0'; C <= '0'; D <= '0';
    wait for 10ns;
    A<= '0'; B <= '0'; C<= '1'; D<= '0';
    wait for 10ns;
    A<= '0'; B<= '1'; C<= '0'; D <= '0';
    wait for 10ns;
    A <= '0'; B <= '1'; C <= '1'; D <= '0';
    wait for 10ns;
    A<= '0'; B<= '0'; C <= '0'; D <= '0';
    wait for 10ns;
    A<= '0'; B <= '0'; C <= '1'; D <= '0';
    wait for 10ns;
    A<= '0'; B<= '1'; C<= '0'; D<= '0';
    wait for 10ns;
    A<= '0'; B <= '1'; C <= '1'; D <= '0';
    wait for 10ns;
    A<= '1'; B <= '0'; C <= '0'; D <= '0';
    wait for 10ns;
    A<= '1'; B<= '0'; C <= '1'; D <= '0';
    wait for 10ns;
    A<= '1'; B<= '1'; C<= '0'; D<= '0';
    wait for 10ns;
    A <= '1'; B <= '1'; C <= '1'; D <= '0';
    wait;
end process;
end;
```


## Section II. Boolean Absorption Rule

The two shown below are called absorption rules.

$$
\begin{aligned}
& \mathbf{A}+\overline{\mathbf{A}} \mathbf{B}=\mathbf{A}+\mathbf{B} \\
& \overline{\mathbf{A}}+\mathbf{A B}=\overline{\mathbf{A}}+\mathbf{B}
\end{aligned}
$$

You are asked to prove them using either your target board or simulation tools.
TIPS: You can combine the Section II and Section III together, draw them in only one project.

1) Create a new project call BRules
2) Using the same process before to build the circuit to verify the two absorption equation. You can use two inputs A and B, four outputs X1, X2, Y1, Y2. If you show that the output waveforms X1and X2 are the same, and the Y1 and Y2 are the same, you have already verify the Boolean absorption rule.

$$
\mathbf{X} 1=\mathbf{A}+\overline{\mathbf{A}} \mathbf{B}
$$

$$
\mathbf{Y} \mathbf{1}=\overline{\mathbf{A}}+\mathbf{A B}
$$

$$
\begin{aligned}
& \mathrm{X} 2=\mathrm{A}+\mathrm{B} \\
& \mathrm{Y} 2=\overline{\mathrm{A}}+\mathrm{B}
\end{aligned}
$$

| Input |  | Output |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
| A | B | X1 | X2 | Y1 | Y2 |
|  |  |  |  |  |  |
|  |  |  |  |  |  |
|  |  |  |  |  |  |
|  |  |  |  |  |  |

## Section III. DeMorgan's Theorem

The two shown below are called DeMorgan's Theorem

$$
\begin{aligned}
& \overline{\mathbf{A}+\mathbf{B}}=\overline{\mathbf{A}} \overline{\mathbf{B}} \\
& \overline{\mathbf{A B}}=\overline{\mathbf{A}}+\overline{\mathbf{B}}
\end{aligned}
$$

You are asked to prove them using either your target board or simulation tools.

1) Create a new project called Demorgan, build the circuit that enable you to prove the two equations. You will need two inputs A and B , two pairs of outputs.
$\mathbf{X 1}=\mathbf{A + B}$
$\mathbf{X} 2=\overline{\mathbf{A}} \overline{\mathbf{B}}$
$\mathbf{Y} 1=\overline{\mathbf{A B}}$

$$
\mathbf{Y} 2=\overline{\mathbf{A}}+\overline{\mathbf{B}}
$$

2) Fill the form

| Input |  | Output |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
| A | B | X1 | X2 | Y1 | Y2 |
|  |  |  |  |  |  |
|  |  |  |  |  |  |
|  |  |  |  |  |  |
|  |  |  |  |  |  |

Date $\qquad$

## QUESTIONS:

1) Draw the logic diagrams and list the truth tables for all the Boolean algebra rules except the absorption rule.
2) Apply Boolean laws and rules and DeMorgan's theorem to simplify the following Boolean equations. Draw the simplified logic diagrams.
a) $X=(A+B) \overline{\mathrm{ABC}}+\overline{\mathrm{BC}}$
b) $\mathrm{Y}=(\overline{\mathrm{A}+\mathrm{B}}) \overline{\mathrm{B}}+\mathrm{B}+\overline{\mathrm{AC}}$
